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| Question 1: CLO 2 | Marks: 5 |

1. **Rectify the given code. Only correct the erroneous lines. (5 marks)**

class abc{

private:

int a;

public:

int abc (int b) { //constructor

a = b;

cout<<a<<"\n";

}

int sum (int x, int y){

int mysum=x+y;

cout<<"Sum: "<<mysum;

}};

int main() {

abc s1(5), \*s1;

s1->abc(5);

s1->sum(5,10);

return 0;

}

|  |
| --- |
| abc (int b) { } //Constructor should be without return type. [Marks: 2]  abc s1(5), \*s; //s1 and \*s1 will result in error due to naming issue. [Marks: 1]  s->abc(5); // Constructor call using pointer is error [Marks: 1]  s->sum(5,10); // Function call using pointer [Marks: 1] |

1. **What is the output of the given code snippet? (2 Marks)**

class Count {

private:

int value;

public:

Count() : value(7){}

void operator ++() { value-=1;}

void display(){ cout<< “Count: ”<<value<<endl;}};

int main(){

Count objcount;

++objcount;

objcount.display();

return 0;

}

|  |
| --- |
| **Count: 6** |

1. **What is the output of the given code snippet? (3 Marks)**

class base{

public:  
~base() {  
cout << "destructing base\n";  
} };  
class derived : public base {  
public:  
~derived() {  
cout << "destructing derived\n";  
}};

int main()  
{  
base \*p = new derived;  
delete p;  
return 0;  
}

|  |
| --- |
| Destructing base |

1. **Write the main function for the given code. Access all three show() member functions with one class pointer variable. (5 Marks)**

class A {  
public:  
void show()  
{  
cout << "Parent class A ";  
}};  
class B : public A{  
public:  
void show()  
{  
cout << "Parent class B ";  
}};  
class C : public A{  
public:  
void show()  
{  
cout << "Parent class C ";  
}};

|  |
| --- |
| class A { public: virtual void show() [Marks: 1] { cout << "Parent class A "; }};  int main()  {  A obj1;  B obj2;  C obj3;  A \*Ptr; [Marks: 1]  Ptr = &obj1; [Marks: 1]  Ptr->show();  Ptr = &obj2; [Marks: 1]  Ptr->show();  Ptr = &obj3; [Marks: 1]  Ptr->show();  return 0;  } |

|  |  |
| --- | --- |
| Question 2: | Marks: 25 |

Implement a C++ program using object-oriented principles to count the occurrences of a specific element in an array. Design a template function that works for arrays of int, float, double, and char types. Your program should include the following:

1. Define a template function **CountOccurrences** that takes an array and the size of the array as arguments, along with a target element to count**. [CLO 4]** (5 Marks)

|  |
| --- |
| **template<typename T, size\_t N>** |

1. Implement the **CountOccurrences** function using a loop to iterate through the array elements, count the occurrences of the target element and return the count. **[CLO 1]** (5 Marks)

|  |
| --- |
| **size\_t CountOccurrences( const T (&arr)[N], const T& target )**  **{**  **size\_t count = 0;**  **for (size\_t i = 0; i < N; ++i) {**  **if (arr[i] == target) {**  **count++;**  **}**  **}**  **return count;**  **}** |

1. Write a **main** function that demonstrates the usage of the **CountOccurrences** function by creating arrays of different types (**int**, **float**, **double**, and **char**) with varying sizes. Specify a target element for each array and call the **CountOccurrences** function to count the occurrences. **[CLO 1]** (5 Marks)

|  |
| --- |
| **int main() {**  **int intArr[] = {1, 2, 3, 4, 5, 2};**  **int intTarget = 2;**  **size\_t intCount = CountOccurrences(intArr, intTarget);**  **}** |

1. Display the number of occurrences of the target element for each array type. **[CLO 1]** (5 Marks)

|  |
| --- |
| **int main() {**  **.**  **.**  **.**  **size\_t intCount = CountOccurrences(intArr, intTarget);**  **cout << "Occurrences of " << intTarget << " in int array: " << intCount << endl;**  **}** |

1. Test your program with different arrays and target elements to verify its correctness and robustness. **[CLO 1]** (5 Marks)

|  |
| --- |
| **int main() {**  **int intArr[] = {1, 2, 3, 4, 5, 2};**  **float floatArr[] = {1.1f, 2.2f, 3.3f, 2.2f, 4.4f};**  **double doubleArr[] = {1.1, 2.2, 3.3, 4.4, 5.5, 2.2};**  **char charArr[] = "Hello, World!";**  **int intTarget = 2;**  **float floatTarget = 2.2f;**  **double doubleTarget = 2.2;**  **char charTarget = 'o';**  **size\_t intCount = CountOccurrences(intArr, intTarget);**  **size\_t floatCount = CountOccurrences(floatArr, floatTarget);**  **size\_t doubleCount = CountOccurrences(doubleArr, doubleTarget);**  **size\_t charCount = CountOccurrences(charArr, charTarget);**  **cout << "Occurrences of " << intTarget << " in int array: " << intCount << endl;**  **cout << "Occurrences of " << floatTarget << " in float array: " << floatCount << endl;**  **cout << "Occurrences of " << doubleTarget << " in double array: " << doubleCount << endl;**  **cout << "Occurrences of '" << charTarget << "' in char array: " << charCount << endl;**  **return 0;**  **}** |

|  |  |
| --- | --- |
| Question 3 CLO 3 | Marks: 10 |

There are two ways to locate a point on the plane, Polar coordinates system and Cartesian coordinate system as shown in Figure below.

![Polar to Cartesian coordinates Calculator - High accuracy ...](data:image/gif;base64,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)

A point P in Polar system is defined as radius (r) and angle (theta), whereas the same point in Cartesian system can be represented by two numbers ***x*** and ***y***. The following formula can be used to convert a polar point P(radius, angle) to the Cartesian Coordinate C(x,y).

x = radius. cos(angle);

y = radius. sin(angle);

You are required to create two classes, Polar and Cartesian. Both of the classes have private data members according to the explanation given above and there ***Does Not*** exist getter functions in both classes.

**[3 Points for the Cartesian Class + 7 Points for the Polar Class]**

Furthermore, your program shall provide the necessary functionality to successfully execute the following instructions given in main() routine.

int main (){

Polar P(10.5,60)

Cartesian c = p;

}

There may exist two ways for conversion between the two coordinate systems, hence you are required to provide both solutions.

|  |
| --- |
| I asked for both ways to solve the conversion.  1. Conversion constructor to be implemented in Cartesian class  2. Using cast operator to be implemented in Polar class  class Cartesian {  private: **//1 point**  double x; double y;  public:  Cartesian(double \_x=0, double \_y=0) { x = \_x; y = \_y; }  //conversion constructor  Cartesian(Polar p) { **//IMPORTANT: 2 Points. Conversion constructor shouldn't use any getter function for accessing polar’s private members.**  x = p.radius\*cos(p.angle); y = p.radius\*sin(p.angle); }  };  class Polar {  private: **//1 Point**  double radius; double angle;  public:  Polar (double r=0, double a=0) { **//2 points**  radius = r; angle = a;  }  friend class Cartesian; **//2 points. Important for solution#1**  operator Cartesian() { **//2 Points, Solution using cast operator**  double x = radius\*cos(angle); double y = radius\*sin(angle);  return Cartesian(x,y);  }  };  int main() {  Polar P(13, 60);  Cartesian c = P;  } |

|  |  |
| --- | --- |
| Question 4 | Marks: 20 |

**Part A: CLO 2**

Implement the below UML diagram using the concept of polymorphism. The Mammal class is an abstract class, and it has getEyeColor method and destructor, both are pure virtual. In all derived classes there is default argument constructor and destructor. Call the base class methods in child classes and do overriding where necessary. [10 Marks]

In driver program, create an array of pointers of mammal class pointing to objects of derived classes. Use loop to call methods of derived classes with base class pointer. [4 Marks]
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**Driver Function (4 marks)**

#include<iostream>

using namespace std;

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\* CODE \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

// Step 1

class Mammal

{

int eyeColor;

public:

virtual int getEyeColor() = 0;

virtual ~Mammal() = 0;

// constructor

Mammal(){}

};

Mammal::~Mammal()

{

//cout << "Here is Pure Virtual Destructor of Mammal Class\n";

}

// Step 2

class Cat : public Mammal

{

int meowFrequency;

public:

// Default Argument Constructor

Cat(int meowFrequency = 6)

{

this->meowFrequency = meowFrequency;

}

void meow()

{

cout << "Bark Frequency : " << meowFrequency << '\n';

}

// function overriding

int getEyeColor() override

{

return 6;

}

//Destructor

~Cat(){}

};

// Step 3

class Dog : public Mammal

{

protected:

int barkFrequency;

public:

// Default Argument Constructor

Dog(int barkFrequency = 7)

{

this->barkFrequency = barkFrequency;

}

void Bark()

{

cout << "Bark Frequency : " << barkFrequency << '\n';

}

// Additional Function to Support Operator Overloading

int getBarkFrequency()

{

return barkFrequency;

}

//Destructor

~Dog() {}

};

// Step 4

class GermanShephard : public Dog

{

public:

void isGerman()

{

cout << "Yes! It's German\n";

}

// overriding

int getEyeColor() override

{

return 7;

}

//Destructor

~GermanShephard() {}

};

// Step 5

class Poodle : public Dog

{

public:

void isPoodle()

{

cout << "Yes! It's Poodle\n";

}

// overriding

int getEyeColor() override

{

return 8;

}

// Friend function to overload the stream insertion operator

friend ostream& operator<<(std::ostream& out, Poodle& p);

// Overloaded + operator as a member function

In driver program, create an array of pointers of mammal class pointing to objects of derived classes. Use loop to call methods of derived classes with base class pointer. [4 Marks]

int main()

{

Mammal\* mammal[3];

mammal[0] = new Cat();

mammal[1] = new GermanShephard();

mammal[2] = new Poodle();

for (int i = 0; i < 3; i++)

{

// Base Class Methods

cout << mammal[i]->getEyeColor() << endl;

}

// Poodle p1,p2;

// cout << p1;

// cout << p1 + p2 << endl;

// Deallocate Memory

for (int i = 0; i < 3; i++)

{

delete mammal[i];

}

return NULL;

}

**Part B: CLO 4 6 Marks**

1. Overload the stream insertion operators as friend function for the Poodle class to output the object of poodle class. [3 Marks]

// Definition of the friend function

ostream& operator<<(ostream& out,Poodle& p) {

out << "EyeColor: " << p.getEyeColor() << ", BarkFreq: " << p.getBarkFrequency() << " ";

p.isPoodle();

out << endl;

return out;

}

1. Overload **+ operator** with return type integer and it should add barkFrequency of two Poodle objects. [3 Marks]

int operator+(const Poodle& other) const {

return barkFrequency + other.barkFrequency;

}

//Destructor

~Poodle() {}

};

|  |  |
| --- | --- |
| Question 5: CLO 2 | Marks: 10 |

We want to store the information of different vehicles.

Create a class named Vehicle with two data member named mileage and price.

Create its two subclasses \*Car with data members to store ownership cost, warranty (by years), seating capacity and fuel type (diesel or petrol). \*Bike with data members to store the number of cylinders, number of gears, cooling type(air, liquid or oil), wheel type(alloys or spokes) and fuel tank size(in inches).

Make another two subclasses Audi and Ford of Car, each having a data member to store the model type.

Next, make two subclasses Honda and Yamaha, each having a data member to store the make-type.

Now, store and print the information of an Audi and a Ford car (i.e. model type, ownership cost, warranty, seating capacity, fuel type, mileage and price.)

Do the same for a Honda and a Yamaha bike.

**Note: The solution below is very comprehensive and hence if portions of code in student’s answer are true or partially right, marks can be awarded to the student.**

|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  class Vehicle{  private:  float mileage;  float price;  public:  Vehicle(){}  Vehicle(float mileage,float price){  this->mileage=mileage;  this->price=price;  }  float getMileage(){  return this->mileage;  }  float getPrice(){  return this->price;  }  virtual void display(){  cout<<"Mileage: "<<mileage<<"\n";  cout<<"Price: "<<price<<"\n";  }  };  class Car:public Vehicle{  private:  float ownershipCost;  int warranty;  int seatingCapacity;  string fuelType;  public:  Car(){}  Car(float mileage,float price,float ownershipCost,int warranty,int seatingCapacity,string fuelType):Vehicle(mileage,price){  this->ownershipCost=ownershipCost;  this->warranty=warranty;  this->seatingCapacity=seatingCapacity;  this->fuelType=fuelType;  }  float getOwnershipCost(){  return this->ownershipCost;  }  int getWarranty(){  return this->warranty;  }  int getSeatingCapacity(){  return this->seatingCapacity;  }  string getFuelType(){  return this->fuelType;  }  void display(){  cout<<"Car\n";  Vehicle::display();  cout<<"Ownership Cost: "<<ownershipCost<<"\n";  cout<<"Warranty: "<<warranty<<"\n";  cout<<"Seating capacity: "<<seatingCapacity<<"\n";  cout<<"Fuel type: "<<fuelType<<"\n";  }  };  class Bike:public Vehicle{  private:  int numberCylinders;  int numberGears;  string coolingType;  public:  Bike(){}  Bike(float mileage,float price,int numberCylinders,int numberGears,string coolingType):Vehicle(mileage,price){  this->numberCylinders=numberCylinders;  this->numberGears=numberGears;  this->coolingType=coolingType;  }  int getNumberCylinders(){  return this->numberCylinders;  }  int getNumberGears(){  return this->numberGears;  }  string getCoolingType(){  return this->coolingType;  }  void display(){  cout<<"Bike\n";  Vehicle::display();  cout<<"Number cylinders: "<<numberCylinders<<"\n";  cout<<"Number gears: "<<numberGears<<"\n";  cout<<"Cooling type: "<<coolingType<<"\n";  }  };  class Audi:public Car{  private:  string modelType;  public:  Audi(float mileage,float price,float ownershipCost,int warranty,int seatingCapacity,string fuelType):  Car(mileage,price,ownershipCost,warranty,seatingCapacity,fuelType){  this->modelType="Audi";  }  void display(){  Car::display();  cout<<"Model type: "<<modelType<<"\n";  }  };  class Ford:public Car{  private:  string modelType;  public:  Ford(float mileage,float price,float ownershipCost,int warranty,int seatingCapacity,string fuelType):  Car(mileage,price,ownershipCost,warranty,seatingCapacity,fuelType){  this->modelType="Ford";  }  void display(){  Car::display();  cout<<"Model type: "<<modelType<<"\n";  }  };  class honda:public Bike{  private:  string makeType;  public:  honda(float mileage,float price,int numberCylinders,int numberGears,string coolingType):  Bike(mileage,price,numberCylinders,numberGears,coolingType){  this->makeType="Honda";  }  void display(){  Bike::display();  cout<<"The make-type: "<<makeType<<"\n";  }  };  class yamaha:public Bike{  private:  string makeType;  public:  yamaha(float mileage,float price,int numberCylinders,int numberGears,string coolingType):  Bike(mileage,price,numberCylinders,numberGears,coolingType){  this->makeType="Yamaha";  }  void display(){  Bike::display();  cout<<"The make-type: "<<makeType<<"\n";  }  };  int main()  {  Audi carAudi(10000,36000,29000,10,3,"diesel");  Audi carFord(20000,26000,19000,5,1,"petrol");  honda bikeHonda(16000,12000,1,1,"liquid");  yamaha bikeyamaha(56000,52000,6,6,"liquid");  carAudi.display();  cout<<"\n";  carFord.display();  cout<<"\n";  bikeHonda.display();  cout<<"\n";  bikeyamaha.display();  return 0;  } |